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Abstract. Plan-driven, agile or free/open source software are models that have 
been suggested as alternatives for software development processes. Although 
effective to some extent, they alone cannot fully address all the variability of 
projects and organizations. In this work, it is argued that two distinct 
characteristics of these models – collaboration and discipline – can be the 
drivers to tailor software development processes to meet particular needs of 
projects and organizations. This article focuses on the aspect of collaboration 
and argues that it can be analyzed through social networks. 

1. Introduction 

Software organizations are continually challenged by the need to improve the quality of 
software products. In this context, the assumption that the adopted software 
development process directly influences the quality of the developed product [Cugola 
and Ghezzi, 1998; Fuggetta, 2000] has motivated many organizations to adopt maturity 
models, such as CMMI [Chrissis et al., 2006].  

 This “plan-driven” development model has been used to support the definition 
of less chaotic, more predictable and managed software development processes. The 
success of some free/open source software (FOSS) projects, like Linux and Mozilla, 
also caught the attention of academia, industry and users due to their capability to 
produce high quality software, quickly and free [Feller and Fitzgerald, 2001]. In 
addition, agile methods are often presented as an alternative to plan-driven development 
to cope with changes that occur during a development project through shorter 
development cycles and with a higher level of involvement and participation of the 
client [Beck et al., 2001; Cockburn, 2001]. 

 Software organizations engage in a wide variety of projects with different 
characteristics, where plan-driven, agile and FOSS development models, usually 
perceived as opponents, complement each other, because each one works better or deals 
with difficulties in some aspects. None of these development models will fulfill all 
requirements of a specific project or organization. Thus, approaches that balance the 
various development processes are necessary. This need can be observed by an increase 
of development processes tailoring in organizations [Hansson et al., 2006], while the 
number of organizations that follow a reference model in a completely prescriptive 
manner decreases [Patel et al., 2006]. 



  

 Process tailoring is the act of particularizing a general process description to 
derive a new process applicable to a specific situation [Ginsberg and Quinn, 1995]. In 
this scenario, the research question investigated in this work is: how to tailor software 
development processes, according to projects and organizations needs? 

 However, Pedreira et al. [2007] summarize the negative consequences of 
performing bad process tailoring in organizations: the project budget, the development 
time, and the product quality depend directly upon the quality of the software process; a 
bad software process may involve unnecessary activities that lead to a waste of time and 
money, or the omission of those activities that are necessary, which may affect the 
product quality; and inappropriate process tailoring can cause the software process not 
to comply with the organizational standard process or with international standards such 
as CMMI [Chrissis et al., 2006].  

 To avoid these risks, we claim that process tailoring should consider 
organization, project and team contexts, using collaboration and discipline as main 
drivers [Magdaleno, 2010a]. Discipline refers to plan and direct process, while 
collaboration focuses on people interaction. Both are complementary and essential in 
any project, but in different proportions, depending on the project characteristics. 
Therefore, they need to be balanced. 

 This paper focuses particularly on the aspect of collaboration and argues that it 
can be explained using social networks. In this sense, we identified the requirements 
necessary to explore collaboration, through social networks, in software development. 
These requirements led to the beginning of the construction of EvolTrack-
SocialNetwork tool. 

 The remainder of this paper is organized as follows. In Section 2, we present the 
main characteristics of each software development model. Section 3 details the solution 
focus on balancing collaboration and discipline. Section 4 is dedicated to social 
networks. Finally, Section 5 concludes the paper. 

2. Software Development Models 

A software development model is a set of practices recommended for developing 
software. These practices are organized into a software process that corresponds to “a 
coherent set of policies, organizational structures, technologies, procedures and artifacts 
required to design, develop, deploy and maintain a software product” [Fuggetta, 2000]. 

 Plan-driven, agile and FOSS development models have the same goal: to 
improve software development, but they adopt different approaches. While the plan-
driven development seeks for predictability, stability and reliability [Chrissis et al., 
2006], agile development tries to quickly add value to business and adapt to market, 
technology and environment changes [Cockburn, 2001]. Furthermore, in FOSS 
development, the main objective is to guarantee users’ freedom [FSF, 2008]. 

 Plan-driven development is typically exemplified by maturity models, such as 
CMMI [Chrissis et al., 2006], and is characterized by its orientation to planning and 
emphasis on well-defined processes. The assumptions of agile development, observed in 
methods such as XP (Extreme Programming) [Beck, 1999] and Scrum [Schwaber, 
2004], can be summarized by four values of the Agile Manifesto [Beck et al., 2001].  

 The FOSS development can be understood by the bazaar metaphor [Raymond, 
2001], where projects are collaboratively and transparently developed. In this model, 



  

developers work on a voluntary basis, geographically distributed around the world, 
using the Internet as a communication channel. 

 Each one with its peculiarities, successes and challenges, the three development 
models have followed separate paths. Due to differences in vocabulary, 
misinterpretation and misuse of approaches, they are usually perceived as opponents. 
However, all of them had, in the last decade, an enormous impact and their perspective 
for future developments is also promising [Ebert, 2007; Theunissen et al., 2008]. As 
each one represents a universe of development with unique characteristics, research in 
the area has discussed how to accommodate the characteristics of each model for the 
definition of development processes that are more effective [Boehm and Turner, 2003; 
Glass, 2001; Glazer et al., 2008; Warsta and Abrahamsson, 2003]. 

 According to the results obtained through a systematic review, several 
researchers have investigated the possibility of reconciliation among plan-driven, agile, 
and FOSS models [Magdaleno et al., 2009]. In general, the existing proposals [Fritzsche 
and Keil, 2007; Kahkonen and Abrahamsson, 2004; Paulk, 2001] involve the 
comparison and combination of the practices suggested by different models, aiming to 
produce a new hybrid one. However, the complexity of software development and the 
variety of existing methods make the task of comparing them, arduous and inaccurate. 
This kind of software development models combination limits the potential for synergy 
among them, possibly resulting in an incomplete method, where it is no longer possible 
to ensure that the resulting process actually has the desired characteristics. 

 Boehm and Turner [2003] proposal suggests risk analysis of the project 
characteristics as a way to select the project adequate method. This proposal has 
similarities with our research work, since it considers project characterization. However, 
it only focuses on agile and plan-driven, without considering FOSS development. 

 This work argues that it is necessary more than the combination of practices of 
different models. The proposed solution involves software development processes 
tailoring, by balancing the main conflicting aspects in plan-driven, agile and FOSS 
models – collaboration and discipline. 

3. Collaboration and Discipline 

Collaboration can be defined as the group working of two or more people to achieve a 
common goal. The collaboration is an important factor for software organizations to 
achieve their goals of productivity, quality and knowledge sharing [Magdaleno et al., 
2009]. In particular, software development is a complex process that involves the 
collaboration of several people over a period of time to achieve a common goal [Cugola 
and Ghezzi, 1998]. Therefore, software development is a typical example of 
collaborative work [DeMarco and Lister, 1999; Herbsleb et al., 2005]. 

 Moreover, the discipline is related to the planning level adopted in software 
process definition and the rigidity of control employed in process execution. Thus, 
discipline imposes order, systematizing the work, avoiding the chaos and successes 
dependent on individual talents [Boehm and Turner, 2003]. 

 Both are complementary and essential in any project, but in different 
proportions, depending on the project characteristics [Magdaleno, 2010a]. For a 
balanced mix between collaboration and discipline, it is necessary to understand how 
these aspects vary and distinguish the software development models.  



  

 Regarding collaboration, we can consider the different levels of formality in 
communication, coordination, awareness and memory [Magdaleno et al., 2009]. 
Regarding discipline, software models vary on emphasis and form of their processes. 
The plan-driven model is characterized by an emphasis on well-defined and 
continuously improved processes. Both agile and free/open development use no 
description or explicit modeling of the process adopted. Instead, they deal with a set of 
general principles to guide the development. 

 In order to explicit the collaboration and discipline, some instruments can be 
considered. To understand the existing collaboration among people in software 
projects, social networks [Barabasi, 2003] appear as a promising path. A social 
network consists of a finite set of actors and the relationships among them. We can find 
several works [Gao et al., 2003; Madey et al., 2002] on social network visualization and 
analysis, which point to social networks potential to explain how the collaboration 
occurs within a group. 

 When we explicit collaboration, its visibility increases, so that members of the 
organization can achieve greater understanding and motivate themselves. Thus, 
understanding the social networks involved in development projects can help to 
understand and monitor the level of collaboration in the project. 

 Discipline can be measured by regulating the level of control of processes. The 
level of discipline is established through a measurement approach. The need of 
measuring results comes from the premise that you can’t control what you can’t 
measure. Measurement is an important mechanism for visibility into a project and helps 
to raise awareness about ongoing processes. 

 For introducing collaboration and discipline into tailored software development 
processes, it is important to define how to plan and monitor the needed or desired levels 
of collaboration and discipline. In this sense, some instruments are being considered, 
such as the collaborative maturity model (CollabMM) [Magdaleno et al., 2009], social 
networks [Barabasi, 2003], and measurement [McGarry et al., 2001]. In particular, this 
paper proposes the use of social networks as a mechanism that helps to explicit and 
measure the existing collaboration among people in software development projects. 

4. Social Networks 
A social network consists of a finite set of actors and the defined relationships among 
them [Wasserman and Faust, 1994]. In a social network, nodes represent actors and 
edges correspond to possible relationships among them. The semantics of the 
relationship depends on the analysis that will be made in this network. 

 Adapting the approach proposed in [Cross et al., 2004], we can summarize four 
steps of a methodology for studying social networks. The first step is to define the 
purpose of analysis and provide the semantics of nodes and edges of the network. The 
next step is to collect data to build the social network. This collection can be done 
through questionnaires or facilitated by data mining in the repositories. Then, these data 
can be manipulated for viewing or analysis.  

 Next, in the social networks visualization step, the visual representation of 
information is adopted to reduce the cognitive overload of the user and to facilitate 
understanding and exploration of data through graphs. The social networks visualization 
allows the observation of facts and knowledge extraction from graphs.   



  

 Finally, the last step is the analysis of social networks, which uses the concepts 
of graph theory to describe, understand and explain the interaction and social 
organization of a group. This analysis seeks to understand the relationships between 
people, groups or organizations through its properties. These properties [Wasserman 
and Faust, 1994] were detailed in a previous study [Santos et al., 2010], which also 
identified those (i.e., degree centrality, betweenness centrality, closeness centrality and 
network density) with the greatest potential to explain collaboration. In software 
development, we intend to use the social network analysis to understand the 
collaboration among development team members.  

4.1. Requirements for social networks tools 

Several tools to deal with social networks have been proposed. In a previous study, we 
analyzed 10 of them, 8 academic, one shareware and one open source tool [Magdaleno 
et al., 2010]. This study showed that the identified tools already provide an extensive set 
of generic algorithms that can be readily used to calculate social network properties. 
However, they do not engage in analysis dedicated specifically to the collaboration. In 
turn, most visualization tools are not actually available or have significant limitations. 

 Considering the analysis of contributions and limitations of the tools, the 
observation of existing proposals for analysis of social networks in software 
development, and the objectives of this research work, we come to the list of 
requirements that a social networks tool must meet [Magdaleno et al., 2010]. These 
requirements were separated into three categories: mining (REQM), visualization 
(REQV) and analysis (REQA). Few examples of the requirements are presented in 
Table 1. 

Table 1. Examples of social network tools requirements 

Name Description 

REQM3 
The system must be able to mine data from different sources of information 
for software development projects: a repository of configuration 
management, source code, discussion forum and e-mail list. 

REQV10 The system must provide the visualization of network evolution over time. 

REQA11 The system must calculate the properties of social network analysis. 
 
 The studied social networks tools were analyzed in accordance with this list 
[Magdaleno et al., 2010], as partially presented in Table 2. These requirements, 
although not forming a complete nor necessarily sufficient list, serve as a guide for 
developing a tool that intends to be comprehensive and, if possible, bring new 
contributions in relation to the tools currently available in the technical literature.  

Table 2 – Tools x requirements 
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 After this analysis, we concluded that none of the analyzed social networks tools 
met all requirements. Thus, there is still room to propose other tools that support in a 
more adequate manner the need for collaboration analysis, through the implementation 
of these requirements. This motivation has led to the creation of a new tool - called 
EvolTrack-SocialNetwork. 

4.2. EvolTrack-SocialNetwork 

EvolTrack-SocialNetwork is an extension of EvolTrack tool [Cepeda et al., 2008], 
which is one of the tools developed by the Software Reuse Group at COPPE/UFRJ. 
EvolTrack is a software visualization tool that provides a time based approach to 
observe the emerging design at different moments during the development life cycle. 
Basically, it periodically extracts project information from a specific data source and 
then, after performing some pre-processing and transformation, presents the 
corresponding software design for that project period of time. 

 EvolTrack was chosen as the starting point for building EvolTrack-
SocialNetwork, because it offers an initial infrastructure for data mining, some 
visualization features and functionality for analyzing metrics, and has been developed 
by the same research groups in which this work is being developed. 

 After this choice, a study to examine EvolTrack feasibility for use in real 
scenarios was planned and conducted, using seven FOSS projects [Cepeda et al., 2010]. 
These projects were chosen because they publish their development artifacts, including 
source code, freely over the Internet. Thus, they represent an opportunity for research 
due to its diversity, complexity, representativeness and ease of access. 

 As a result, this study showed the feasibility of using EvolTrack and signaled 
some scalability limitations in relation to the display of models of very large projects 
[Cepeda et al., 2010]. Currently, this possibility is already under construction as part of 
another ongoing research project that aims to expand the capabilities of EvolTrack 
visualization [Silva, 2010].  

 After this assessment of the feasibility of using EvolTrack, the design of 
EvolTrack-SocialNetwork architecture has started. The EvolTrack-SocialNetwork 
architecture is composed by three modules: mining, visualization and analysis. All of 
these modules are based on a social network meta-model. Besides, since we reused 
EvolTrack infrastructure, its components are also used. 

 Currently, EvolTrack-SocialNetwork tool is under development and we expect 
that it can contribute to provide information that will help the development team to 
understand, reflect and interfere in the work being done. 



  

5. Conclusion 
Despite being one of the main tasks to be executed by the project manager, process 
tailoring is not simple. It requires pondering many factors and evaluating a large set of 
constraints. Due to this complexity, the manager usually is not able to evaluate all 
available combinations and chooses a process in an ad-hoc manner, based on his/her 
own experience, possibly selecting one that is not the best alternative for the current 
project. 

 In order to facilitate process tailoring, it is possible to support the project 
manager by automating some of the steps to solve the problem, possibly reducing the 
effort required to execute this activity and improving the quality and adequacy of the 
obtained process [Magdaleno, 2010b]. This decision support environment can help in 
the selection of an appropriate process for a software project according to the best 
balance between collaboration and discipline. 

 We claim that social networks, obtained as a result of interactions in software 
development, can provide useful information for understanding the collaboration among 
development team members. Therefore, this information can be used in process 
tailoring. For instance, when a project, which would require a high level of 
collaboration, is analyzed and a highly centralized coordination network is detected, the 
support decision environment can review its process tailoring in order to treat this 
problem and enhance the collaboration. 
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